**Переменные. Стандартный ввод/вывод**

Напишите программу:

Тимофей обычно спит ночью X*X* часов и устраивает себе днем тихий час на Y*Y* минут. Определите, сколько всего минут Тимофей спит в сутки.

Внимание, программа принимает значения X и Y из стандартного потока ввода (функция input), результат надо выводить в стандартный поток вывода (функция print). Обратите внимание на то, что приглашение, переданное в качестве аргумента в функцию input, считается выводом вашей программы. Используйте эту функцию без аргументов:

values = input() # без строки приглашения!

Решение: файл **ex00.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Коля каждый день ложится спать ровно в полночь и недавно узнал, что оптимальное время для его сна составляет X минут. Коля хочет поставить себе будильник так, чтобы он прозвенел ровно через X минут после полуночи, однако для этого необходимо указать время сигнала в формате часы, минуты. Помогите Коле определить, на какое время завести будильник.

Часы и минуты в выводе программы должны располагаться на разных строках (см. пример работы программы)

Помните, что для считывания данных нужно вызывать функцию input без аргументов!

Решение: файл **ex01.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Катя узнала, что ей для сна надо X минут. В отличие от Коли, Катя ложится спать после полуночи в Hчасов и Mминут. Помогите Кате определить, на какое время ей поставить будильник, чтобы он прозвенел ровно через Xминут после того, как она ляжет спать.

На стандартный ввод, каждое в своей строке, подаются значения *X*, H и M. Гарантируется, что Катя должна проснуться в тот же день, что и заснуть. Программа должна выводить время, на которое нужно поставить будильник: в первой строке часы, во второй — минуты.

Решение: файл **ex02.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Логические операции, операции сравнения**

Расставьте скобки в выражении

a**and**b**or not**a**and not**b

в соответствии с порядком вычисления выражения (приоритетом операций). Всего потребуется 5 пар скобок (внешние скобки входят в их число).

Решение: файл **ex03.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Выполните код в интерпретаторе Python 3 и вставьте в поле ответа результат вычисления. Постарайтесь разобраться, почему интерпретатор выдал именно такой ответ. Помните, что любые арифметические операции выше по приоритету операций сравнения и логических операторов.

Помните, что в Python логические значения пишутся с большой буквы: True, False.

x = 5

y = 10

y > x \* x or y >= 2 \* x and x < y

Решение: файл **ex04.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Найдите результат выражения для заданных значений a*a* и b*b*. Учитывайте регистр символов при ответе.

a = True

b = False

a and b or not a and not b

Решение: файл **ex05.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Условия: if, else, elif. Блоки, отступы**

Из передачи “Здоровье” Аня узнала, что рекомендуется спать хотя бы A часов в сутки, но пересыпать тоже вредно и не стоит спать более Bчасов. Сейчас Аня спит H часов в сутки. Если режим сна Ани удовлетворяет рекомендациям передачи “Здоровье”, выведите “Это нормально”. Если Аня спит менее A часов, выведите “Недосып”, если же более B часов, то выведите “Пересып”.

Получаемое число A всегда меньше либо равно B.

На вход программе в три строки подаются переменные в следующем порядке: A, B, H.

Решение: файл **ex06.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Требуется определить, является ли данный год високосным.

Напомним, что високосными годами считаются те годы, порядковый номер которых либо кратен 4, но при этом не кратен 100, либо кратен 400 (например, 2000-й год являлся високосным, а 2100-й будет невисокосным годом).

Программа должна корректно работать на числах 1900≤n≤3000.

Выведите "Високосный" в случае, если считанный год является високосным и "Обычный" в обратном случае (не забывайте проверять регистр выводимых программой символов).

Решение: файл **ex07.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Задачи по материалам недели**

В то далёкое время, когда Паша ходил в школу, ему очень не нравилась формула Герона для вычисления площади треугольника, так как казалась слишком сложной. В один прекрасный момент Павел решил избавить всех школьников от страданий и написать и распространить по школам программу, вычисляющую площадь треугольника по трём сторонам.

Одна проблема: так как эта формула не нравилась Павлу, он её не запомнил. Помогите ему завершить доброе дело и напишите программу, вычисляющую площадь треугольника по переданным длинам трёх его сторон по формуле Герона:

S=\sqrt{p(p−a)(p−b)(p−c)}*S*=*p*(*p*−*a*)(*p*−*b*)(*p*−*c*)​где p=\dfrac{a+b+c}2*p*=2*a*+*b*+*c*​ – полупериметр треугольника. На вход программе подаются целые числа, выводом программы должно являться вещественное число, соответствующее площади треугольника.

Решение: файл **ex08.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, принимающую на вход целое число, которая выводит True, если переданное значение попадает в интервал (-15, 12] \cup (14, 17) \cup [19, +\infty)(−15,12]∪(14,17)∪[19,+∞) и False в противном случае (регистр символов имеет значение).

Обратите внимание на разные скобки, используемые для обозначения интервалов. В задании используются полуоткрытые и открытые интервалы. Подробнее про это вы можете прочитать, например, на википедии ([полуинтервал](https://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D0%BB%D1%83%D0%B8%D0%BD%D1%82%D0%B5%D1%80%D0%B2%D0%B0%D0%BB), [промежуток](https://ru.wikipedia.org/wiki/%D0%9F%D1%80%D0%BE%D0%BC%D0%B5%D0%B6%D1%83%D1%82%D0%BE%D0%BA_(%D0%BC%D0%B0%D1%82%D0%B5%D0%BC%D0%B0%D1%82%D0%B8%D0%BA%D0%B0)#.D0.A2.D0.B5.D1.80.D0.BC.D0.B8.D0.BD.D0.BE.D0.BB.D0.BE.D0.B3.D0.B8.D1.8F)).

Решение: файл **ex09.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите простой калькулятор, который считывает с пользовательского ввода три строки: первое число, второе число и операцию, после чего применяет операцию к введённым числам ("первое число" "операция" "второе число") и выводит результат на экран.

Поддерживаемые операции: +, -, /, \*, mod, pow, div, где  
mod — это взятие остатка от деления,  
pow — возведение в степень,  
div — целочисленное деление.

Если выполняется деление и второе число равно 0, необходимо выводить строку "Деление на 0!".

Обратите внимание, что на вход программе приходят вещественные числа.

Решение: файл **ex10.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Жители страны Малевии часто экспериментируют с планировкой комнат. Комнаты бывают треугольные, прямоугольные и круглые. Чтобы быстро вычислять жилплощадь, требуется написать программу, на вход которой подаётся тип фигуры комнаты и соответствующие параметры, которая бы выводила площадь получившейся комнаты.  
Для числа π в стране Малевии используют значение 3.14.

Формат ввода, который используют Малевийцы:

Треугольник a b c

где a, b и c — длины сторон треугольника  
  
прямоугольник a b

где a и b — длины сторон прямоугольника  
  
круг r

где r — радиус окружности

Решение: файл **ex11.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, которая получает на вход три целых числа, по одному числу в строке, и выводит на консоль в три строки сначала максимальное, потом минимальное, после чего оставшееся число.

На ввод могут подаваться и повторяющиеся числа.

Решение: файл **ex12.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

В институте биоинформатики по офису передвигается робот. Недавно студенты из группы программистов написали для него программу, по которой робот, когда заходит в комнату, считает количество программистов в ней и произносит его вслух: "n программистов".

Для того, чтобы это звучало правильно, для каждого n*n* нужно использовать верное окончание слова.

Напишите программу, считывающую с пользовательского ввода целое число n*n* (неотрицательное), выводящее это число в консоль вместе с правильным образом изменённым словом "программист", для того, чтобы робот мог нормально общаться с людьми, например: 1 программист, 2 программиста, 5 программистов.

В комнате может быть очень много программистов. Проверьте, что ваша программа правильно обработает все случаи, как минимум до 1000 человек.

Решение: файл **ex13.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Паша очень любит кататься на общественном транспорте, а получая билет, сразу проверяет, счастливый ли ему попался. Билет считается счастливым, если сумма первых трех цифр совпадает с суммой последних трех цифр номера билета.  
  
Однако Паша очень плохо считает в уме, поэтому попросил вас написать программу, которая проверит равенство сумм и выведет "Счастливый", если суммы совпадают, и "Обычный", если суммы различны.  
  
На вход программе подаётся строка из шести цифр.

Выводить нужно только слово "Счастливый" или "Обычный", с большой буквы.

Решение: файл **ex14.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Циклы. Строки. Списки**

Какое значение будет у переменной i после выполнения фрагмента программы?

i = 0

while i <= 10:

i = i + 1

if i > 7:

i = i + 2

Решение: файл **ex15.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Сколько итераций цикла будет выполнено в этом фрагменте программы?

i = 0

while i <= 10:

i = i + 1

if i > 7:

i = i + 2

Решение: файл **ex16.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Сколько всего знаков \* будет выведено после исполнения фрагмента программы:

i = 0

while i < 5:

print('\*')

if i % 2 == 0:

print('\*\*')

if i > 2:

print('\*\*\*')

i = i + 1

Решение: файл **ex17.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, которая считывает со стандартного ввода целые числа, по одному числу в строке, и после первого введенного нуля выводит сумму полученных на вход чисел.

Решение: файл **ex18.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

В Институте биоинформатики между информатиками и биологами устраивается соревнование. Победителям соревнования достанется большой и вкусный пирог. В команде биологов a a a человек, а в команде информатиков — b b b человек.

Нужно заранее разрезать пирог таким образом, чтобы можно было раздать кусочки пирога любой команде, выигравшей соревнование, при этом каждому участнику этой команды должно достаться одинаковое число кусочков пирога. И так как не хочется резать пирог на слишком мелкие кусочки, нужно найти минимальное подходящее число.

Напишите программу, которая помогает найти это число.   
Программа должна считывать размеры команд (два положительных целых числа a a a и b b b, каждое число вводится на отдельной строке) и выводить наименьшее число d d d, которое делится на оба этих числа без остатка.

Решение: файл **ex19.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Определите, какое значение будет иметь переменная i после выполнения следующего фрагмента программы:

i = 0

s = 0

while i < 10:

i = i + 1

s = s + i

if s > 15:

break

i = i + 1

Решение: файл **ex20.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Определите, какое значение будет иметь переменная i после выполнения следующего фрагмента программы:

i = 0

s = 0

while i < 10:

i = i + 1

s = s + i

if s > 15:

continue

i = i + 1

Решение: файл **ex21.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, которая считывает целые числа с консоли по одному числу в строке.

Для каждого введённого числа проверить:  
если число меньше 10, то пропускаем это число;  
если число больше 100, то прекращаем считывать числа;  
в остальных случаях вывести это число обратно на консоль в отдельной строке.

Решение: файл **ex22.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Когда Павел учился в школе, он запоминал таблицу умножения прямоугольными блоками. Для тренировок ему бы очень пригодилась программа, которая показывала бы блок таблицы умножения.

Напишите программу, на вход которой даются четыре числа a a a, b b b, c c c и d d d, каждое в своей строке. Программа должна вывести фрагмент таблицы умножения для всех чисел отрезка [a;b] [a; b] [a;b] на все числа отрезка [c;d] [c;d] [c;d].

Числа a a a, b b b, c c c и d d d являются натуральными и не превосходят 10, a≤b a \le b a≤b, c≤d c \le d c≤d.

Следуйте формату вывода из примера, для разделения элементов внутри строки используйте '\t' — символ табуляции. Заметьте, что левым столбцом и верхней строкой выводятся **сами числа из заданных отрезков** — заголовочные столбец и строка таблицы.

Решение: файл **ex23.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, которая считывает с клавиатуры два числа a a a и b b b, считает и выводит на консоль среднее арифметическое всех чисел из отрезка [a;b] [a; b] [a;b], которые делятся на 3 3 3.

В приведенном ниже примере среднее арифметическое считается для чисел на отрезке [−5;12] [-5; 12] [−5;12]. Всего чисел, делящихся на 3 3 3, на этом отрезке 6 6 6: −3,0,3,6,9,12 -3, 0, 3, 6, 9, 12 −3,0,3,6,9,12. Их среднее арифметическое равно 4.5 4.5 4.5

На вход программе подаются интервалы, внутри которых всегда есть хотя бы одно число, которое делится на 3 3 3.﻿

Решение: файл **ex24.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

[GC-состав](https://ru.wikipedia.org/wiki/GC-%D1%81%D0%BE%D1%81%D1%82%D0%B0%D0%B2) является важной характеристикой геномных последовательностей и определяется как процентное соотношение суммы всех гуанинов и цитозинов к общему числу нуклеиновых оснований в геномной последовательности.

Напишите программу, которая вычисляет процентное содержание символов G (гуанин) и C (цитозин) в введенной строке (программа не должна зависеть от регистра вводимых символов).

Например, в строке "acggtgttat" процентное содержание символов G и C равно 410⋅100=40.0 \dfrac4{10} \cdot 100 = 40.0 104​⋅100=40.0, где 4 -- это количество символов G и C,  а 10 -- это длина строки.

Решение: файл **ex25.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Есть строка s = "abcdefghijk".  
В поле ответа через пробел запишите строки (без кавычек), полученные в результате следующих операций:

# s = 'abcdefghijk'

s[3:6]

s[:6]

s[3:]

s[::-1]

s[-3:]

s[:-6]

s[-1:-10:-2]

Итоговый формат ответа должен выглядеть следующим образом:

abcd efg hijklmnop qrst uvw xy z

Решение: файл **ex26.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Узнав, что ДНК не является случайной строкой, только что поступившие в Институт биоинформатики студенты группы информатиков предложили использовать алгоритм сжатия, который сжимает повторяющиеся символы в строке.

Кодирование осуществляется следующим образом:  
s = 'aaaabbсaa' преобразуется в 'a4b2с1a2', то есть группы одинаковых символов исходной строки заменяются на этот символ и количество его повторений в этой позиции строки.

Напишите программу, которая считывает строку, кодирует её предложенным алгоритмом и выводит закодированную последовательность на стандартный вывод. Кодирование должно учитывать регистр символов.

Решение: файл **ex27.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Сколько элементов будет содержать список students после следующих операций?

students = ['Ivan', 'Masha', 'Sasha']

students += ['Olga']

students += 'Olga'

Решение: файл **ex28.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Имеется программа, код которой указан ниже.   
Укажите, какие значения будут содержать списки в помеченных участках:

a = [1, 2, 3]

b = a

# значения списка b?

a[1] = 10

# значения списка b?

b[0] = 20

# значения списка a?

a = [5, 6]

# значения списка b?

Решение: файл **ex29.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, на вход которой подается одна строка с целыми числами. Программа должна вывести сумму этих чисел.

Используйте метод split строки.

Решение: файл **ex30.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, на вход которой подаётся список чисел одной строкой. Программа должна для каждого элемента этого списка вывести сумму двух его соседей. Для элементов списка, являющихся крайними, одним из соседей считается элемент, находящий на противоположном конце этого списка. Например, если на вход подаётся список "1 3 5 6 10", то на выход ожидается список "13 6 9 15 7" (без кавычек).

Если на вход пришло только одно число, надо вывести его же.

Вывод должен содержать одну строку с числами нового списка, разделёнными пробелом.

Решение: файл **ex31.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, которая принимает на вход список чисел в одной строке и выводит на экран в одну строку значения, которые повторяются в нём более одного раза.

Для решения задачи может пригодиться метод sort списка.

Выводимые числа не должны повторяться, порядок их вывода может быть произвольным.

Решение: файл **ex32.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Задачи по материалам недели**

Напишите программу, которая считывает с консоли числа (по одному в строке) до тех пор, пока сумма введённых чисел не будет равна 0 и **сразу после этого** выводит сумму квадратов всех считанных чисел.

Гарантируется, что в какой-то момент сумма введённых чисел окажется равной 0, **после этого считывание продолжать не нужно**.

В примере мы считываем числа 1, -3, 5, -6, -10, 13; в этот момент замечаем, что сумма этих чисел равна нулю и выводим сумму их квадратов, не обращая внимания на то, что остались ещё не прочитанные значения.

Решение: файл **ex33.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, которая выводит часть последовательности 1 2 2 3 3 3 4 4 4 4 5 5 5 5 5 ... (число повторяется столько раз, чему равно). На вход программе передаётся неотрицательное целое число n — столько элементов последовательности должна отобразить программа. На выходе ожидается последовательность чисел, записанных через пробел в одну строку.

Например, если n = 7, то программа должна вывести 1 2 2 3 3 3 4.

Решение: файл **ex34.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, которая считывает список чисел lst lst lst из первой строки и число x x x из второй строки, которая выводит все позиции, на которых встречается число x x x в переданном списке lst lst lst.

Позиции нумеруются с нуля, если число x x x не встречается в списке, вывести строку "Отсутствует" (без кавычек, с большой буквы).

Позиции должны быть выведены в одну строку, по возрастанию абсолютного значения.

Решение: файл **ex35.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, на вход которой подаётся прямоугольная матрица в виде последовательности строк, заканчивающихся строкой, содержащей только строку "end" (без кавычек)

Программа должна вывести матрицу того же размера, у которой каждый элемент в позиции i, j равен сумме элементов первой матрицы на позициях (i-1, j), (i+1, j), (i, j-1), (i, j+1). У крайних символов соседний элемент находится с противоположной стороны матрицы.

В случае одной строки/столбца элемент сам себе является соседом по соответствующему направлению.

Решение: файл **ex36.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Выведите таблицу размером n×n n \times n n×n, заполненную числами от 1 1 1 до n2 n^2 n2 по спирали, выходящей из левого верхнего угла и закрученной по часовой стрелке, как показано в примере (здесь n=5 n=5 n=5):

Решение: файл **ex37.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Функции. Словари. Интерпретатор. Модули.**

Есть функция f, которая определена следующим образом:

def f(n):

    return n \* 10 + 5

Введите её в интерпретаторе и посчитайте, чему равно значение следующего выражения:

f(f(f(10)))

Решение: файл **ex38.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите функцию f(x), которая возвращает значение следующей функции, определённой на всей числовой прямой:

![](data:image/png;base64,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)

Решение: файл **ex39.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите функцию modify\_list(l), которая принимает на вход список целых чисел, удаляет из него все нечётные значения, а чётные **нацело** делит на два. Функция не должна ничего возвращать, требуется только изменение переданного списка, например:

lst = [1, 2, 3, 4, 5, 6]

print(modify\_list(lst)) # None

print(lst)   # [1, 2, 3]

modify\_list(lst)

print(lst) # [1]

lst = [10, 5, 8, 3]

modify\_list(lst)

print(lst) # [5, 4]

Функция не должна осуществлять ввод/вывод информации.

Решение: файл **ex40.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите функцию update\_dictionary(d, key, value), которая принимает на вход словарь d d d и два числа: key key key и value value value.

Если ключ key key key есть в словаре d d d, то добавьте значение value value value в список, который хранится по этому ключу.  
Если ключа key key key нет в словаре, то нужно добавить значение в список по ключу 2∗key 2 \* key 2∗key. Если и ключа 2∗key 2 \* key 2∗key нет, то нужно добавить ключ 2∗key 2 \* key 2∗key в словарь и сопоставить ему список из переданного элемента [value] [value] [value].

Требуется реализовать только эту функцию, кода вне неё не должно быть.  
Функция не должна вызывать внутри себя функции input и print.

Решение: файл **ex41.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Когда Антон прочитал «Войну и мир», ему стало интересно, сколько слов и в каком количестве используется в этой книге.

Помогите Антону написать упрощённую версию такой программы, которая сможет подсчитать слова, разделённые пробелом и вывести получившуюся статистику.

Программа должна считывать одну строку со стандартного ввода и выводить для каждого уникального слова в этой строке число его повторений (**без учёта регистра**) в формате "слово количество" (см. пример вывода).   
Порядок вывода слов может быть произвольным, каждое уникальное слово﻿ должно выводиться только один раз.

Решение: файл **ex42.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, на вход которой на первой строке подаётся число nnn, после этого на nnn строках передаются числа xix\_ixi​.

Для каждого числа xix\_ixi​ на отдельной строке выведите значение f(xi)f(x\_i)f(xi​). Функция f(x) уже реализована и доступна для вызова.

Функция вычисляется достаточно долго и зависит только от переданного аргумента x x x. Для того, чтобы уложиться в ограничение по времени, нужно сохранять вычисленные значения.

Решение: файл **ex43.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, которая считывает из файла строку, соответствующую тексту, сжатому с помощью кодирования повторов, и производит обратную операцию, получая исходный текст.

Запишите полученный текст в файл и прикрепите его, как ответ на это задание.

В исходном тексте не встречаются цифры, так что код однозначно интерпретируем.

Примечание. Это первое задание типа Dataset Quiz. В таких заданиях после нажатия "Start Quiz" у вас появляется ссылка "download your dataset". Используйте эту ссылку для того, чтобы загрузить файл со входными данными к себе на компьютер. Запустите вашу программу, используя этот файл в качестве входных данных. Выходной файл, который при этом у вас получится, надо отправить в качестве ответа на эту задачу.

Решение: файл **ex44.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, которая считывает текст из файла (в файле может быть больше одной строки) и выводит самое частое слово в этом тексте и через пробел то, сколько раз оно встретилось. Если таких слов несколько, вывести лексикографически первое (можно использовать оператор < для строк).

В качестве ответа укажите вывод программы, а не саму программу.

Слова, написанные в разных регистрах, считаются одинаковыми.

Решение: файл **ex45.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Имеется файл с данными по успеваемости абитуриентов. Он представляет из себя набор строк, где в каждой строке записана следующая информация:

Фамилия;Оценка\_по\_математике;Оценка\_по\_физике;Оценка\_по\_русскому\_языку

Поля внутри строки разделены точкой с запятой, оценки — целые числа.

Напишите программу, которая считывает файл с подобной структурой и для каждого абитуриента выводит его среднюю оценку по этим трём предметам на отдельной строке, соответствующей этому абитуриенту.

Также в конце файла, на отдельной строке, через пробел запишите средние баллы по математике, физике и русскому языку по всем абитуриентам.

В качестве ответа на задание прикрепите полученный файл со средними оценками.

Примечание. Для разбиения строки на части по символу ';' можно использовать метод split следующим образом:

print('First;Second-1 Second-2;Third'.split(';'))

# ['First', 'Second-1 Second-2', 'Third']

Решение: файл **ex46.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, которая подключает модуль math и, используя значение числа π \pi π из этого модуля, находит для переданного ей на стандартный ввод радиуса круга периметр этого круга и выводит его на стандартный вывод

Решение: файл **ex47.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Напишите программу, которая запускается из консоли и печатает значения всех переданных аргументов на экран (имя скрипта выводить не нужно). Не изменяйте порядок аргументов при выводе.

Для доступа к аргументам командной строки программы подключите модуль sys и используйте переменную argv из этого модуля.

Пример работы программы:

> python3 my\_solution.py arg1 arg2

arg1 arg2

Решение: файл **ex48.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Скачайте файл. В нём указан адрес другого файла, который нужно скачать с использованием модуля requests и посчитать число строк в нём.

Используйте функцию get для получения файла (имеет смысл вызвать метод strip к передаваемому параметру, чтобы убрать пробельные символы по краям).

После получения файла вы можете проверить результат, обратившись к полю text. Если результат работы скрипта не принимается, проверьте поле url на правильность. Для подсчёта количества строк разбейте текст с помощью метода splitlines.

В поле ответа введите одно число или отправьте файл, содержащий одно число.

Решение: файл **ex49.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Имеется набор файлов, каждый из которых, кроме последнего, содержит имя следующего файла.  
Первое слово в тексте последнего файла: "We".

Скачайте предложенный файл. В нём содержится ссылка на первый файл из этого набора.

Все файлы располагаются в каталоге по адресу:  
[https://stepic.org/media/attachments/course67/3.6.3/](https://stepik.org/media/attachments/course67/3.6.3/)

Загрузите содержимое ﻿последнего файла из набора, как ответ на это задание

Решение: файл **ex50.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Задачи по материалам недели**

Напишите программу, которая принимает на стандартный вход список игр футбольных команд с результатом матча и выводит на стандартный вывод сводную таблицу результатов всех матчей.

За победу команде начисляется 3 очка, за поражение — 0, за ничью *—* 1.

Формат ввода следующий:  
В первой строке указано целое число n n n — количество завершенных игр.  
После этого идет n n n строк, в которых записаны результаты игры в следующем формате:  
Первая\_команда;Забито\_первой\_командой;Вторая\_команда;Забито\_второй\_командой

Вывод программы необходимо оформить следующим образом:  
Команда:Всего\_игр Побед Ничьих Поражений Всего\_очков

Конкретный пример ввода-вывода приведён ниже.

Порядок вывода команд произвольный.

Решение: файл **ex51.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

В какой-то момент в Институте биоинформатики биологи перестали понимать, что говорят информатики: они говорили каким-то странным набором звуков.

В какой-то момент один из биологов раскрыл секрет информатиков: они использовали при общении [подстановочный шифр](https://ru.wikipedia.org/wiki/Шифр_подстановки), т.е. заменяли каждый символ исходного сообщения на соответствующий ему другой символ. Биологи раздобыли ключ к шифру и теперь нуждаются в помощи:

Напишите программу, которая умеет шифровать и расшифровывать шифр подстановки. Программа принимает на вход две строки одинаковой длины, на первой строке записаны символы исходного алфавита, на второй строке — символы конечного алфавита, после чего идёт строка, которую нужно зашифровать переданным ключом, и ещё одна строка, которую нужно расшифровать.

Пусть, например, на вход программе передано:  
abcd  
\*d%#  
abacabadaba  
#\*%\*d\*%

Это значит, что символ **a** исходного сообщения заменяется на символ **\*** в шифре, **b** заменяется на **d**, **c** — на **%** и **d** — на **#**.  
Нужно зашифровать строку **abacabadaba** и расшифровать строку **#\*%\*d\*%** с помощью этого шифра. Получаем следующие строки, которые и передаём на вывод программы:  
\*d\*%\*d\*#\*d\*  
dacabac

Решение: файл **ex52.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Простейшая система проверки орфографии может быть основана на использовании списка известных слов.  
Если введённое слово не найдено в этом списке, оно помечается как "ошибка".

Попробуем написать подобную систему.

На вход программе первой строкой передаётся количество d d d известных нам слов, после чего на d d d строках указываются эти слова. Затем передаётся количество l l l строк текста для проверки, после чего l l l строк текста.

Выведите уникальные "ошибки" в произвольном порядке. Работу производите без учёта регистра.

Решение: файл **ex53.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Группа биологов в институте биоинформатики завела себе черепашку.

После дрессировки черепашка научилась понимать и запоминать указания биологов следующего вида:  
север 10  
запад 20  
юг 30  
восток 40  
где первое слово — это направление, в котором должна двигаться черепашка, а число после слова — это положительное расстояние в сантиметрах, которое должна пройти черепашка.

Но команды даются быстро, а черепашка ползёт медленно, и программисты догадались, что можно написать программу, которая определит, куда в итоге биологи приведут черепашку. Для этого программисты просят вас написать программу, которая выведет точку, в которой окажется черепашка после всех команд. Для простоты они решили считать, что движение начинается в точке (0, 0), и движение на восток увеличивает первую координату, а на север — вторую.

Программе подаётся на вход число команд n n n, которые нужно выполнить черепашке, после чего n n n строк с самими командами. Вывести нужно два числа в одну строку: первую и вторую координату конечной точки черепашки. Все координаты целочисленные.

Решение: файл **ex54.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Дан файл с таблицей в формате [TSV](https://ru.wikipedia.org/wiki/TSV) с информацией о росте школьников разных классов.

Напишите программу, которая прочитает этот файл и подсчитает для каждого класса средний рост учащегося.

Файл состоит из набора строк, каждая из которых представляет собой три поля:  
Класс Фамилия Рост

Класс обозначается только числом. Буквенные модификаторы не используются. Номер класса может быть от 1 до 11 включительно. В фамилии нет пробелов, а в качестве роста используется натуральное число, но при подсчёте среднего требуется вычислить значение в виде вещественного числа.

Выводить информацию о среднем росте следует в порядке возрастания номера класса (для классов с первого по одиннадцатый). Если про какой-то класс нет информации, необходимо вывести напротив него прочерк, например:

Решение: файл **ex55.py**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_